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Behavior trees (BTs) are widely adopted in the field of agent control, particularly in robotics, due to their
modularity and reactivity. However, constructing a BT that meets the desired expectations is time-consuming
and challenging, especially for non-experts. This paper presents BtBot, a multi-modal sketch-based behavior
tree synthesis technique. Given a natural language task description and a set of positive and negative examples,
BtBot automatically generates a BT program that aligns with the natural language description and meets the
requirements of the examples. Inside BtBot, an LLM is employed to understand the task’s natural language
description and generate a sketch of the task execution. Then, BtBot searches the sketch to synthesize a
candidate BT program consistent with the user-provided positive and negative examples. When the sketch
is proven to be incapable of generating the target BT, BtBot provides a multi-step repairing method that
modifies the control nodes and structure of the sketch to search for the desired BT. We have implemented
BtBot in a prototype and evaluated it on a benchmark of 70 tasks across multiple scenarios. The experimental
results indicate that BtBot outperforms the existing BT synthesis techniques in effectiveness and efficiency.
In addition, two user studies have been conducted to demonstrate the usefulness of BtBot.
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1 Introduction

Behavior trees (BTs) provide a highly modular and hierarchical structure that is natural for modeling
control and decision-making. A behavior tree (BT) is a tree in which the leaf nodes are action nodes
or condition nodes and non-leaf nodes are control nodes. Due to their superior reactivity, modularity,
readability and scalability, BTs play an important role in controlling agent behavior [Marcotte and
Hamilton 2017; Marzinotto et al. 2014]. Initially, BTs were used to control the behavior of non-player
characters (NPCs) in video games [Fu et al. 2016; Marcotte and Hamilton 2017; Sekhavat 2017].
Nowadays, BTs are widely used in various domains for behavior control and enabling complex
decision-making, such as robotics [Colledanchise and Ögren 2018; Ögren and Sprague 2022] and
intelligent driving [Olsson 2016]. However, when the task complexity increases, the BTs also
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Fig. 1. Overview of BtBot.

become more and more complex, which makes developing a BT satisfying requirements a highly
challenging task [Scheide et al. 2021].
Program synthesis [Gulwani et al. 2017] provides a method for automatically generating a

program satisfying the requirements (or specifications). Existing synthesis methods for BTs [Cai
et al. 2021; Chen et al. 2024; Hong et al. 2023; Izzo et al. 2024] vary in specification forms and
search methods. Some existing approaches synthesize BTs from scratch and employ heuristic search
algorithms (e.g., genetic algorithm [Ångström 2022] and Monte Carlo tree search [Hong et al.
2023]) for the target BTs satisfying different kinds of specifications, such as those based on linear
temporal logic (LTL [Pnueli 1977]) [Biggar and Zamani 2020] or dynamic logic (DL [Harel et al.
2001]) [Paxton et al. 2019]. These approaches enjoy the generality and automation of synthesis but
suffer from efficiency problems. Additionally, there are planning-based learning algorithms [Cai
et al. 2021] for automatically generating BTs, which need detailed specifications of the actions for
BT inference. Planning-based methods are efficient by sacrificing generality and need more user
engagement. Furthermore, approaches [Izzo et al. 2024; Vemprala et al. 2024] leveraging fine-tuned
LLMs for BT generation can accept natural language specifications and generate BTs efficiently,
but the generated results may be affected by LLM hallucinations. Until now, the abstraction and
its algorithms for achieving the balance between efficiency and user engagement for synthesizing
desired BTs are still challenging.
Our insight into BT synthesis is that natural language descriptions of requirements are more

suitable for BT developers. Besides, the action and condition sequences generated by BTs serve as
a more natural synthesis specification for developers, providing a key abstraction for BT synthesis.
Based on this insight, we aim to provide a synthesis method that accepts the requirement description
in natural language and the specification in action and condition sequences and outputs a BT that
fulfills the requirement and is consistent with the specification. For instance, even a developer with
little knowledge of BTs can control a household robot to complete a charging task by generating a
BT through a simple task description, e.g., "If the battery is low, navigate to the charging station and
start charging" along with the desired behavior sequence ⟨batteryLow, goStation,Charge⟩.

Our intention naturally falls into multi-modal program synthesis [Chen et al. 2020; Rahmani et al.
2021], which needs to consider two kinds of specifications, i.e., natural language task description
and sequence examples. Inspired by programming by example (PBE) [Feser et al. 2015; Gulwani
and Jain 2017] and sketch-based program synthesis techniques [Solar-Lezama 2008, 2009], we
propose a sketch-based multi-modal BT synthesis technique called BtBot. The key idea of BtBot
is to generate a sketch from the natural language task description and efficiently synthesize the
target BT based on the sketch with respect to the sequence examples. We leverage an LLM for
sketch generation to tackle the challenge of generating sketches from natural language descriptions.
Figure 1 shows the workflow of BtBot. First, the user provides a natural language task description
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along with specifications of positive and negative examples. Next, the LLM generates a sketch
based on the task description. Subsequently, BtBot performs an enumerative search on the sketch
to find a complete BT consistent with the positive and negative example specifications. During the
search process, BtBot prunes partially completed BTs to improve search efficiency. If generating a
target BT from the sketch is impossible, BtBot enters the repair phase. BtBot employs a multi-step
repair process in which many new candidate sketches will be generated to search for the target BT.
If it is still impossible to find a target BT, the LLM is invoked again to generate a new sketch. The
process is repeated until a target BT is found or timeout.

Due to LLM hallucinations and the vast program search space, we need to tackle two technical
problems inside BtBot: (1) the efficiency of sketch-based searching of the target BT and (2) the
satisfiability and feasibility of the sketch generated by LLMs. For the first problem, we propose a
partial BT pruning method according to the positive and negative examples, i.e., all the positive
examples should be possible to be generated, and none of the negative examples should be generated.
Specifically, we propose over-approximation and under-approximation methods for the partial BT
and check their consistency with the positive and negative examples. For the second problem, we
propose a multi-step repair method for gradually fixing the sketch. By modifying the assignments of
control nodes, we repair errors in the sketch’s control nodes caused by the LLM’s misinterpretation
of the task’s logical relationships. Additionally, by expanding the structure of the sketch, we repair
errors caused by missing information due to the LLM’s incomplete understanding of the task. If the
target BT cannot be found, the LLM is called to generate another sketch.
We have implemented BtBot in a prototype tool and evaluated it on a benchmark of 70 tasks

in four scenarios. The experimental results show that BtBot can synthesize the BTs for 96.3%
benchmark tasks. Moreover, compared to state-of-the-art BT synthesis methods [Hong et al. 2023;
Izzo et al. 2024], including techniques based on fine-tuning LLMs and traditional search-based BT
synthesis approaches, BtBot demonstrates superior performance in terms of both success rate and
efficiency. Finally, we conducted two user studies on BtBot, one using BtBot once to solve tasks,
and the other using BtBot to solve tasks iteratively based on feedback. The results showed that
using BtBot helped users successfully solve more tasks, with all participants in both user studies
successfully solving more than 80% of the tasks. Most participants believed that building BTs using
BtBot was easier and more user-friendly than building BTs manually.

In summary, the contributions of this paper are as follows.

• We propose a sketch-based multi-modal synthesis technique for generating BTs from the task
description in natural language and examples. To the best of our knowledge, we are the first to
utilize PBE and sketch-based program synthesis techniques for BT constructing tasks.
• We propose a new sketch-based synthesis engine BtBot for BT synthesis that (1) leverages LLM
for sketch generation, (2) applies an over-approximation and under-approximation method for
partial BT to prune the search space, and (3) designs a multi-step repair method for fixing the
sketch in case of infeasibility.
• We have implemented BtBot and evaluated it on 70 representative benchmark tasks. The results
demonstrate the effectiveness and efficiency of BtBot, successfully synthesizing BTs for 96.3%
of the benchmark tasks. Compared with the state-of-the-art baseline [Hong et al. 2023; Izzo et al.
2024] and LLM-based BT synthesis approaches, BtBot achieves a higher success rate in solving
benchmark tasks.
• We have also conducted two user studies to evaluate BtBot’s benefits to expert users and non-
expert users. The results indicate that compared with manual construction, BtBot improves the
success rate of constructing BTs, and 83% of participants find it easier and more convenient to
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construct BTs using BtBot once. All participants believe that iteratively using BtBot to build
BTs based on feedback is more effective and helpful for revising BTs.

2 Overview

In this section, we introduce the relevant background knowledge of behavior trees (BTs), followed
by a motivating example to present the proposed technique.

2.1 Behavior Tree

BTs are primarily composed of control nodes and execution nodes. Execution nodes, which form
the tree’s leaf nodes, are further categorized into action nodes and condition nodes. Action nodes can
return one of three possible states: success, failure, and running, whereas condition nodes can only
return success and failure. Control nodes, which serve as non-leaf nodes in a BT, must have at least
two child nodes and a specific type [Colledanchise and Ögren 2018], such as sequence nodes, fallback
nodes, and parallel nodes, to name a few. In this paper, we primarily focus on sequence nodes

Sequence

Sequence

ChargeFallback

goStationatStation

Fallback

doOtherTask

batteryLow

Fig. 2. The behavior tree for

autonomous charging task.

and fallback nodes. The sequence and fallback nodes execute their
child nodes from left to right in order. A sequence node returns
success only if all of its child nodes return success and immediately
returns failure/running if any child node returns failure/running.
A fallback node returns success/running if any child node returns
success/running and returns failure if all child nodes return failure;
if a child node returns failure, the fallback node continues to execute
the next node.
The BT in Figure 2 controls a robot performing an automatic

charging task. The robot first attempts to execute the charging task
in the left subtree; if the battery’s level is not low or the charging
task fails, it performs the other task represented by the right subtree
(doOtherTask). In more detail, the charging task first checks whether
the current battery level is low. If the battery is low (batteryLow), the
robot will autonomously navigate to the charging station (goStation)
and start to charge (Charge).

2.2 Illustration of BtBot

Description

When the robot is in a low bat-
tery state, it should check whether
it is at the charging station or move
to the charging station and finally
start charging; otherwise, continue
performing other tasks.

Positive

Examples

⟨batteryLow, goStation,Charge⟩,
⟨batteryLow, atStation,Charge⟩,
⟨batteryLow, doOtherTask⟩,
⟨doOtherTask⟩

Negative

Examples

⟨shutOff⟩

Fig. 3. Autonomous charging task. Task descrip-

tion, positive behaviors, and negative behaviors

for the task.

Next, we illustrate BtBot step by step to generate
a BT for the autonomous charging task.
Positive and Negative Examples. Inspired by

the work [Robertson and Watson 2015], we define
behavior sequences that the user expects the BT to
generate as positive examples, and those that must
be prohibited as negative examples. A behavior se-
quence comprises the actions and conditions from
initiating a task to a specified time point. For in-
stance, users can provide a task description and a
set of positive and negative examples for the au-
tonomous charging task, as illustrated in Figure 3.
It is important to note that user can provide only a
subset of the expected key behavior sequences to gen-
erate a BT consistent with the task description. Such
under-specifications are allowed.
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Expected Output. Our objective is to automate the generation of BTs by extracting essential
information from the natural language descriptions of tasks. Figure 2 shows the target BT for the
charging scenario. The construction of the BT necessitates the extraction of relevant information
from the task description, which is subsequently organized into the BT structure according to the
specified control logic. When the task description is incomplete or ambiguous, positive examples can
enhance the description and generate a BT that aligns more closely with user expectations. Positive
and negative examples are important for generating BTs and the validation process, ensuring that
the generated BT adheres to user specifications. Specifically, the BT must cover all the positive
examples while avoiding any negative examples. For the task in Figure 3, we expect the generated
BT in Figure 2 and the BT program to be as follows, where the nodes within parentheses belong to
a subtree, and the symbol ‘ # ’/‘ ⊲ ’ represents a ‘sequence’/‘fallback’ node.

(batteryLow # (atStation ⊲ goStation) # Charge) ⊲ doOtherTask

Synthesis Challenges. The inherent ambiguity of natural language presents challenges [Jia et al.
2025] for automatically generating BTs. The descriptions often lack precision and may be subject to
multiple interpretations. For complex tasks, natural language is inadequate in specifying the tasks
[Willems et al. 2016]. Furthermore, as task complexity increases, the corresponding BT becomes
more complex, i.e., both the number of nodes and the structural complexity increase, making it
challenging to coordinate and even understand the subtasks of the BT. Hence, synthesizing a BT
that meets the given requirements from scratch becomes challenging due to the lack of specification
and the task’s complexity.
BtBot Approach. To address these challenges, we leverage an LLM to comprehend the task

description and generate a BT sketch [Solar-Lezama 2008, 2009]. This process involves decompos-
ing complex tasks into simpler subtasks and explicitly defining the logical relationships among
them, thereby enhancing the LLM’s capacity to understand and extract relevant task information.
Subsequently, we introduce abstraction techniques for partial BTs, which prune the search space
and boost the search process. Finally, we propose a sketch repair technique for infeasible sketches,
which utilizes the failed positive examples as guidance to refine the sketch, ultimately generating a
BT that adheres to the positive and negative examples requirements.

Sketch Generation Method. The LLM generates a sketch with control nodes that describes the
task execution process. Given natural language’s inherent ambiguity and vagueness, the LLM may
not understand the task description accurately. To mitigate this issue, we propose a task-specific
language pattern [de Boer et al. 2024; Liu et al. 2024] tailored for robot control tasks, which aids
the LLM in better understanding the task requirements. For instance, based on the task description
presented in Figure 3, the LLM generates the following sketch for the motivating example, where
□𝑐 and □𝑎 represent condition and action leaf nodes, respectively.

(□𝑐 # (□𝑐 ⊲ □𝑎) # □𝑎) ⊲ □𝑎

Program Search. Based on the sketch [Solar-Lezama 2008, 2009] generated by the LLM [Chen
et al. 2023], BtBot searches for the target program, which is an enumerative search process. BtBot
completes each hole in the sketch with different candidates to generate multiple candidate BTs,
aiming to find the BTs consistent with the given specifications. To speed up the search process, we
introduce an abstraction technique [Wang et al. 2017] for partial programs [Barnaby et al. 2023]. This
technique improves efficiency by pruning the search space and avoiding the satisfaction checking
of all BT programs. For the auto-charging task in Figure 3, given the sketch (□𝑐 # (□𝑐 ⊲ □𝑎) # □𝑎) ⊲□𝑎 ,
we generate a partially filled BT (batteryLow # (batteryLow ⊲ □𝑎) # □𝑎) ⊲ □𝑎 . Since it is not possible
to generate the example ⟨batteryLow, atStation,Charge⟩ from this partial BT, we stop completing
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𝑎 ∈ A∗ := {...}
𝑐 ∈ C∗ := {...}
𝜙 ∈ E := 𝑐 | ¬𝑐

P,Q ∈ P := 𝑎 | 𝜙 | P ⊲ Q | P # Q | (P)

Fig. 4. The syntax of BT programs. A and C represent the action and condition node sets, respectively. The

superscript ∗ means that A and C are customized by users. ⊲ and # denote fallback and sequence nodes.

this partial program and instead explore other potential candidate programs. Using this sketch-
based enumerative search method, BtBot can generate a BT that meets the positive and negative
examples, as shown in Figure 2.

Sketch Repair. If BtBot cannot find a target BT from the sketch, it starts to repair the sketch.
We propose a multi-step sketch repair technique [Yaghmazadeh et al. 2017]. BtBot first modifies
the control nodes within the sketch and then expands the sketch structure based on failed positive
examples [Feng et al. 2018; Le et al. 2017]. To illustrate the repair technique, we suppose that the
sketch of the task in Figure 3 generated by the LLM is (□𝑐 # (□𝑐 # □𝑎) # □𝑎) ⊲ □𝑎 , based on which
BtBot fails to produce a behavior tree consistent with the specifications given by the positive and
negative examples in Figure 3. In the first step, BtBot attempts to repair the sketch by modifying
the control nodes, leading to the following feasible sketch.

(□𝑐 # (□𝑐 ⊲ □𝑎) # □𝑎) ⊲ □𝑎

Based on this sketch, BtBot can generate a BT consistent with the specifications. However, if the
sketch generated by LLM is (□𝑐 # □𝑎 # □𝑎) ⊲□𝑎 , neither the enumeration search nor the modification
of the control nodes can find the target BT. In this case, BtBot modifies the sketch’s structure
according to the failed positive example ⟨batteryLow, atStation,Charge⟩, resulting in the following
partial BT based on which the target BT program can be synthesized.

(□𝑐 # (atStation ⊲ □𝑎) # □𝑎) ⊲ □𝑎

If the multi-step repair technique fails, BtBot will re-engage the LLM to generate a new sketch.

3 Behavior Tree Program

This section will describe the syntax and semantics of the domain-specific language (DSL) for BTs.
Then, we will formally define the synthesis problem for BTs.

3.1 DSL Syntax

Given an action set A and a condition set C, Figure 4 shows the syntax of the DSL for BTs. There
are two basic cases for BTs: each action 𝑎 is a single-node BT, and a condition 𝑐 or its negation ¬𝑐
also forms a single-node BT. The actions typically represent skills that control the robot’s behavior
by invoking an internal API. Conditions represent an abstraction of the robot’s state at a particular
point during the task execution, such as its position (’atStation’). Then, there are two control
operators for composition, i.e., # and ⊲ , which represent sequence and fallback compositions,
respectively. Besides, we introduce (P) to alleviate the ambiguity in composition. Please note that
the sets A and C need to be customized for different scenarios by users. For example, for the BT in
Figure 2, A is {goStation,Charge, doOtherTask, shutOff}, and C is {batteryLow, atStation}.

3.2 DSL Semantics

The execution of a BT is usually tick-driven [Biggar et al. 2021]. The BT’s root node receives the
tick first, and then each node will pass the received tick to its child nodes according to the node’s
type. When a leaf node, i.e., an action or a condition node, receives the tick, the real job will be
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J𝑎K := {⟨⟩, ⟨𝑎⟩, ⟨𝑎,✓⟩, ⟨!⟩, ⟨?⟩}
J𝑐K := {⟨⟩, ⟨𝑐⟩, ⟨𝑐,✓⟩, ⟨!⟩}

J¬𝑐K := {⟨⟩, ⟨¬𝑐⟩, ⟨¬𝑐,✓⟩, ⟨!⟩}
JP ⊲ QK := (JPK \ {𝑡 · ! | 𝑡 · ! ∈ JPK}) ∪ {𝑡1 · 𝑡2 | 𝑡1 · ! ∈ JPK ∧ 𝑡2 ∈ JQK}
JP # QK := (JPK \ {𝑡 · ✓ | 𝑡 · ✓ ∈ JPK}) ∪ {𝑡1 · 𝑡2 | 𝑡1 ·✓ ∈ JPK ∧ 𝑡2 ∈ JQK}

J(P)K := JPK

Fig. 5. The trace-based denotational semantics for BT DSL. The label (✓,!, ?) represents the BT’s status.

carried out, and the status (or result) will be returned to the parent node, which returns the status to
its parent according to the statuses of its child nodes. Hence, driven by different ticks, the execution
of a BT may have different results, and completing a task may need multiple ticks. In this paper, we
concentrate on the behavior of one tick because the behavior of BT inside a tick is more natural for
human understanding. More specifically, we define the semantics of a BT as the possible behaviors
inside one tick.
We use Σ = A ∪ E as the alphabet set, and Σ∗ denotes the set of finite sequences (called traces)

over Σ. For two traces 𝑠 and 𝑡 in Σ∗, we use 𝑠 · 𝑡 to represent the concatenation of 𝑠 and 𝑡 . Besides,
we use ✓, !, and ? to represent the success, failure, and running statuses of BT execution, and
Ω = {✓, ! , ? } as the status set. For brevity, we use 𝑠 · 𝜔 to represent 𝑠 · ⟨𝜔⟩, where 𝜔 ∈ Ω. We call
the sequences in {𝑠 · 𝜔 | 𝑠 ∈ Σ∗ ∧ 𝜔 ∈ Ω} terminated traces. Then, the semantics of a BT P is given
by the following function, where Σ⊛

Ω = Σ∗ ∪ {𝑠 · 𝜔 | 𝑠 ∈ Σ∗ ∧ 𝜔 ∈ Ω} is the set of possible traces
composed by the alphabets in Σ and the statuses in Ω, including the terminated traces.

JPK : P→ 2Σ⊛
Ω (1)

According to the execution logic of the BT nodes in Section 2.1, Figure 5 shows the DSL semantics.
An action node can result in one of three states: success, failure, or running. Hence, its semantics

contain three cases, i.e., ⟨𝑎,✓⟩, ⟨!⟩, and ⟨?⟩. Correspondingly, a condition node can result in two
cases, i.e., ⟨𝑐,✓⟩, ⟨!⟩. The right subtree is only executed for the BT rooted by a fallback node if the
left subtree returns a failure. All the traces that lead to a failure in the left subtree will serve as the
prefixes to those produced by the right subtree. The left and right subtrees of a fallback node are
not interchangeable—switching them results in a BT with different semantic traces. For example,
the BT in Figure 2 is capable of generating the trace ⟨batteryLow, doOtherTask⟩. However, if the
left and right subtrees of the root node are swapped, the resulting BT would no longer be able to
generate this trace. Conversely, when a sequence node is the root node of the BT, the successful
execution of the left subtree is a necessary condition for the execution of the right subtree. Here, the
semantics of a BT is prefix-closed because we want the semantics to incorporate the intermediate
execution information.

3.3 Problem Statement

This section formally defines the BT synthesis problem.

Definition 3.1. (Specification) The synthesis specification Ψ is a tuple (E+, E−), where E+ ⊆ Σ∗
is the set of positive examples, and E− ⊆ Σ∗ is the set of negative examples. Each example is a
sequence of alphabets.

Definition 3.2. (Consistency) Given a BT P and a specification Ψ = (E+, E−), P is consistent
with Ψ, denoted by P |= Ψ, iff all positive examples must be generated by P and no negative
example could be generated.

E+ ⊆ JPK ∧ E− ∩ JPK = ∅ (2)
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Definition 3.3. (Problem) Given a specification Ψ and a natural language description of a task
D, the synthesis problem of BT is to produce a program P ∈ P such that P |= Ψ and thus makes P
consistent with D.

4 Synthesis Algorithm

This section presents the algorithms for the BT synthesis problem. We begin with an overview of
the top-level algorithm and then describe its key components.

4.1 Sketch Language and Partial Program

The BT synthesis algorithm relies on a specific representation of partial programs. A partial
program’s syntax includes the syntax in Figure 4 by extending the program with holes, abbreviated
as follows, where □𝑐 and □𝑎 represent the holes for condition and action nodes, respectively.

P,Q ∈ P := 𝑎 | 𝜙 | □𝑐 | □𝑎 | P ⊲ Q | P # Q | (P) (3)

Consequently, we extend the original denotational semantics by giving the semantics of holes.

J□𝑐K := {⟨⟩, ⟨□𝑐⟩, ⟨□𝑐 ,✓⟩, ⟨!⟩}
J□𝑎K := {⟨⟩, ⟨□𝑎⟩, ⟨□𝑎,✓⟩, ⟨!⟩, ⟨?⟩}

(4)

To facilitate the presentation, we define a partial program as an abstract syntax tree defined as
follows. For brevity, we extend the definition of Σ and its related definitions to incorporate holes,
i.e., {□𝑐 ,□𝑎} ⊆ Σ.

Definition 4.1. (Partial Program) A partial program P is a binary tree (𝑉 , 𝐸,Π, 𝑟 ), where
• 𝑉 is the set of nodes in P, and 𝑟 ∈ 𝑉 is the root node.
• 𝐸 ⊆ 𝑉 ×𝑉 × N is the set of relations in P, and each element (𝑣1, 𝑣2, 𝑛) ∈ 𝐸 means that 𝑣2 is the
𝑛th child node of 𝑣1 (i.e., 𝑣1 is the parent node of 𝑣2). Besides, we require that each node can only
have two child nodes or none, i.e., the size of each node 𝑣 ’s child node set {𝑣1 | (𝑣, 𝑣1, 𝑛) ∈ 𝐸}
(denoted by Child(𝑣)) is 2 or 0.
• Π : 𝑉 → Σ ∪ { ⊲ , # } is the labeling function that gives each node its label and satisfies
∀𝑣 ∈ 𝑉 • #Child(𝑣) = 2→ Π(𝑣) ∈ { ⊲ , # }, i.e., the labels of the nodes that have child nodes are
control labels.

v2: Sequence

v4: □av3: □c

v0: Fallback

v1: batteryLow

Fig. 6. The partial syntax tree

corresponding to partial pro-

gram batteryLow ⊲ (□𝑐 # □𝑎).

Given a partial program P = (𝑉 , 𝐸,Π, 𝑟 ), we give the following
definitions.
• We call the nodes with hole labels (i.e., {□𝑐 ,□𝑎}) hole nodes, and
the nodes with control labels (i.e., { ⊲ , # }) control nodes.
• We use Leaf(P) to denote the leaf node set of P, i.e., {𝑣 | 𝑣 ∈
𝑉 ∧ #Child(𝑣) = 0}.
• A partial program is complete (denoted by Complete(P)) if none
of its nodes has a hole label, i.e., ∀𝑣 ∈ 𝑉 • Π(𝑣) /∈ {□𝑐 ,□𝑎}.
Since our synthesis algorithm incrementally fills holes with ac-

tions or conditions, we define an operation for updating partial
programs to represent the process of filling holes.

Definition 4.2. (Program Update) Given a partial program P = (𝑉 , 𝐸,Π, 𝑟 ), one of its nodes 𝑣
and a label 𝑙 , we use PΠ[𝑣 ⊳ 𝑙] to represent the new partial program after updating 𝑣 ’s label to 𝑙 .

We use PΠ[𝑣1 ⊳ 𝑙1, ..., 𝑣𝑛 ⊳ 𝑙𝑛] as a short hand for the program after 𝑛 updates to P.
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Algorithm 1 LLMBasedBTSynthesizer(Ψ,A,C,D)
1: input: A specification Ψ, the action set A, the condition set C, and the description D of BT’s

task in natural language.
2: output: a BT P such that P |= Ψ or ⊥ when a timeout occurs.
3: FS ← ∅
4: while True do
5: (S,M)← LLMBasedSketchGen(D,A,C) ⊲M : Leaf(S)→ Σ∗
6: if S’s syntax is valid then

7: P ← SketchBasedSearch(S,M,Ψ)
8: if P ≠ ⊥ then

9: return P
10: FS ← FS ∪ S
11: for all S′ ∈ SketchSpace(S) do
12: P′ ← SketchBasedSearch(S′,M,Ψ)
13: if P′ ̸= ⊥ then

14: return P′
15: FS ← FS ∪ S′
16: while FS ≠ ∅ do
17: S𝑓 ← arg max

S𝑖 ∈FS∧Match(E+,S𝑖 )⊂E+
#Match(E+,S𝑖 ) ⊲ Match(E+, S𝑖 ):={𝑡 | S𝑖⊢𝑡∧𝑡 ∈E+}

18: FS ← FS \ {S𝑓 }
19: P′ ← RepairSketch(S𝑓 ,M,Ψ)
20: if P′ ̸= ⊥ then

21: return P′
22: return ⊥

Example 1. Figure 6 depicts the partial program batteryLow ⊲ (□𝑐 # □𝑎) as a tree, with each node
annotated by its corresponding label. In this tree, the label of node 𝑣1 is batteryLow. This partial
program can be obtained from the partial program P = □𝑐 ⊲ (□𝑐 # □𝑎) by PΠ[𝑣1 ⊳ batteryLow].

Lemma 4.1. If a trace 𝑠 without any holes belongs to the semantics of a partial BT S with holes,
then 𝑠 belongs to the semantics of the new BT after updating S’s any hole node.

Proof. This lemma holds because the semantics is prefix-closed.

Our algorithm performs the search based on a sketch generated by the LLM. Based on the above
definitions, we provide the formal definition of a sketch.

Definition 4.3. (Sketch) A sketch S is a partial program P = (𝑉 , 𝐸,Π, 𝑟 ) in which all the leaf
nodes are condition or action hole nodes, i.e., ∀𝑣 ∈ Leaf(P) • Π(𝑣) ∈ {□𝑐 ,□𝑎}.

4.2 Top Level Algorithm

Algorithm 1 gives the top-level algorithm. The inputs are a natural language description of the task
D, a specification Ψ = (E+, E−), and the action and condition sets A and C. The algorithm returns
a BT program if it finds the one that is consistent with the specification Ψ; otherwise, it returns ⊥,
i.e., the synthesis fails due to the timeout or exceeding the maximum limit of LLM calls, omitted for
brevity.
At a high level, the algorithm generates a sketch and attempts to complete it. If the sketch

cannot produce a BT program consistent with the specifications, the algorithm attempts to repair
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Please extract the instruction execution flow skeleton from the following description, along with any 
predefined conditions and actions mentioned. Here, “  ” denotes a sequential execution relationship, 
corresponding to a sequence node in the behavior tree and is analogous to the logical "and" 
relationship. Meanwhile, “  ” denotes a selective execution relationship, corresponding to a fallback 
node in the behavior tree and is analogous to the logical "or" relationship. '    ' and '    ' respectively 
represent unknown condition and action information in the skeleton .
<Condition library> batteryLow,atStation,hasVictim,hasFlame......
<Action library> goStation,Charge,doOtherTask,doTaskA,goToPosA,goHome......

task 
overview

condition and
action library

examples

prompt

Ø Instruction: You can either check if the battery is low or execute task A.
• Sketch:        
• Condition: batteryLow
• Action: doTaskA
Ø Instruction: First check if it is in a low battery state, then navigate to the charging station and 

charge. Otherwise, when the alarm sounds, execute Task A.
• Sketch: (                  )           
• Condition: batteryLow, alarm
• Action: goStation, Charge, doTaskA
Ø ......(5 more examples)

Ø Instruction: First, check if the battery is low. Then check whether the robot is already at the 
charging station or goto the station. Finally,start charging. Otherwise,continue with other tasks.

• Sketch: 
• Condition: batteryLow, atStation
• Action: goStation, Charge, doOtherTask

1

2

3

4

5

6

7

Fig. 7. Few-shot prompting method for generating BT sketch examples from the task description. The

highlighted output content will be in blue.

the sketch. If the repaired sketch can be instantiated successfully, the target BT will be returned.
Otherwise, the process is repeated until a BT program consistent with the specifications is found
or timeout (omitted for brevity).

More specifically, the algorithm begins by invoking LLMBasedSketchGen (Line 5, c.f., Section 4.3),
which queries the LLM to generate a sketch corresponding to the task description. Apart from a
sketch, LLM extracts information about actions and conditions from the task description. Using
this information, the algorithm provides a list of filling suggestionsM for each hole node. Then,
SketchBasedSearch attempts to search for a target BT from the sketch that is consistent with the
specification (Line 7). If the search fails, the algorithm repairs the sketch by modifying the labels of
control nodes (Lines 11 to 15, c.f., Section 4.5.1) or applying the failure example-based repairing
(Lines 16 to 21, c.f., Section 4.5.2). If multi-step repair techniques still fail to obtain the target BT,
the LLM is called to regenerate a different sketch to search the target BT.

4.3 Sketch Generation

To improve the sketch generation, BtBot employs few-shot prompting [Gu et al. 2022] and language
patterns [de Boer et al. 2024] to enhance the LLM’s understanding of the task description.

4.3.1 Few-Shot Prompting. The prompt interacting with the LLM first summarizes the task to be
solved by the LLM, along with conditions and actions. It then presents seven example instructions
with their expected outputs to clarify the task for the LLM further. Finally, the prompt describes the
instruction the LLM needs to address. Figure 7 illustrates the prompt for the automatic charging
task in Figure 3, where the content in blue represents the output generated by the LLM in response
to the automatic charging task.

4.3.2 Language Pattern. While LLMs can accurately understand simple tasks, their performance
often deteriorates on complex tasks. Due to the inherent ambiguity and vagueness of natural
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Algorithm 2 SketchBasedSearch(S,M,Ψ)
1: input: S is a sketch,M : Leaf(S) → Σ∗ is generated by LLM and gives each leaf node a

sequence of suggested actions or conditions, and Ψ = (E+, E−) is the specification.
2: output: A complete BT program P such that P |= Ψ or ⊥ represents no BTs consistent with Ψ

can be completed by S.
3: W ← {S}
4: whileW ≠ ∅ do
5: S𝑐 ← arg max

S𝑖 ∈W

∑︁
𝑣𝑖 ∈Leaf(S𝑖 )

Reward(𝑣𝑖 ,Π𝑖 ,M, E+, E−) ⊲ S𝑖 = (𝑉𝑖 , 𝐸𝑖 ,Π𝑖 , 𝑟𝑖 )

6: W ←W \ {S𝑐 }
7: if Complete(S𝑐 ) ∧ S𝑐 |= Ψ then

8: return S𝑐
9: if S𝑐 ⊢ E+ ∧ JS𝑐K ∩ E− = ∅ then
10: 𝑣 ← GetNextHoleLeafNode(S𝑐 ) ⊲ Get the first unfilled hole in depth-first manner
11: W ←W ∪ {SΠ

𝑐 [𝑣 ⊳ 𝑒] | 𝑒 ∈ ΣΠ(𝑣)} ⊲ ΣΠ(𝑣) is A or E when Π(𝑣) is □𝑎 or □𝑐

12: return ⊥

language [Jia et al. 2025], flattened descriptions of complex tasks make it difficult to convey intent
clearly. This ambiguity, combined with LLMs’ limited understanding of complex tasks [Yuan et al.
2024], frequently leads to incorrect sketch generation. We designed a BT domain-specific language
pattern [Liu et al. 2024; Muñoz-Ortiz et al. 2024] to enhance LLMs’ ability to understand task
descriptions. Users may optionally employ this pattern to express complex tasks more precisely,
thereby improving LLMs’ understanding of the tasks.

Inspired by decomposed prompting [Khot et al. 2023; Ma et al. 2024], complex tasks are manually
decomposed by the user into multiple subtasks [Zhang et al. 2021]. Then, the user specifies the
logical relationships between these subtasks (tasks to be executed conditionally or in sequence).
The pattern example for the automatic charging task in Figure 3 is as follows.
The robot selectively executes the following branch tasks:

Task 1:The robot sequentially executes the following sequence tasks:

First, check if the battery is low. Then check whether the robot is already at the charging
station or navigate to the charging station. Start charging.
Task 2: Continue performing other tasks.

The output of LLM consists of two components: the sketch text and a set of condition and action
nodes extracted from the task description. These two parts are extracted using regular expressions.
The sketch text is parsed by a parser to obtain the BT sketch S, which is used in the search process.
If the sketch text contains syntax errors or LLM outputs gibberish, the parser will report an error
and the LLM will be re-prompted. Given the extracted condition and action nodes, the algorithm
provides filling suggestionsM for each hole in the sketch based on its type and index.

4.4 Sketch-Based Program Search

The sketch-based algorithm explores different completions of the sketch to find a complete BT
program consistent with the specification Ψ. The inputs of Algorithm 2 are a sketch S, the action
and condition suggestions for holesM, and a specification Ψ. The algorithm outputs a BT consistent
with Ψ if found; otherwise, it outputs ⊥, i.e., proves that S is impossible to generate a BT consistent
with Ψ, regardless of how the holes in S are filled.

In more detail, the algorithm implements the search in a worklist manner. At the beginning, the
sketch is added to the worklistW (Line 3). Based onM and Ψ, the next partial program S𝑐 to
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𝑒 ∈ A ∪ E
𝑒 ⊢ 𝑒 (Basic) 𝑎 ∈ A

□𝑎 ⊢ 𝑎 (Action-Type) 𝑐 ∈ E
□𝑐 ⊢ 𝑐 (Condition-Type)

⟨⟩ ⊢ ⟨⟩ (Seq-Empty)
Seq1 = ⟨𝑒1⟩ · Seq′1 Seq2 = ⟨𝑒2⟩ · Seq′2 𝑒1 ⊢ 𝑒2 Seq

′
1 ⊢ Seq′2

Seq1 ⊢ Seq2
(Seq)

∃𝑠 ∈ JSK • 𝑠 ⊢ Seq
S ⊢ Seq (Consist-Seq)

∀Seq ∈ E+ • S ⊢ Seq ∧ SΠ[Seq] ⊢ E+ \ {Seq}
S ⊢ E+ (Consist-Tree)

Fig. 8. The over-approximation rules. The symbol ⊢ indicates the consistency of over-approximation. The

symbol • serves as a separator between quantifiers and predicates.

be filled is selected (Line 5), where we prioritize the partial BTs inW according to their reward
values, which are the sum of the reward values of all leaf nodes. The Reward function at Line 5 for
each leaf node is defined as follows, where Len(Seq) represents the sequence Seq’s length, Seq[𝑖]
represents the sequence Seq’s 𝑖th element and 𝑖 starts from 0, Π(𝑣) ∈̂ E+ means that there is a trace
in E+ that contains Π(𝑣), and /̂∈ represents the negation of ∈̂.

Reward(𝑣,Π,M, E+, E−) :=


0, Π(𝑣) ∈ {□𝑐 ,□𝑎}
Len(M(𝑣)) − 𝑖 + 2, Π(𝑣) =M(𝑣)[𝑖]
2, Π(𝑣) ∈̂ E+

−2, Π(𝑣) ∈̂ E− ∧ Π(𝑣) /̂∈ E+

1, 𝑜𝑡ℎ𝑒𝑟𝑤𝑖𝑠𝑒

(5)

Reward encourages the generated BT to align closely with the NL description of the task, satisfy all
positive examples, and avoid any negative examples. Unique information in negative examples is
assigned the lowest priority during the filling process. This mechanism can represent both behavior
sequences that the BT must prohibit and actions that the robot should never execute at any time. For
example, in the task illustrated in Figure 3, the negative example ⟨shutOff⟩ indicates that shutOff
should never occur under any circumstances.

If S𝑐 is complete and consistent with the specification (Line 7), the algorithm outputs S𝑐 as the
target BT program. Otherwise, the algorithm checks whether it is still possible to find a target
BT based on S𝑐 (Line 9) with respect to the specification’s positive and negative examples. Here,
the algorithm employs approximation techniques (c.f., Section 4.4) to decide the possibility. If S𝑐
is possible to generate a target BT, the algorithm uses GetNextHoleLeafNode to select the next
unfilled hole in a depth-first manner (Line 10) and fills the hole with actions or conditions (Line 11),
i.e., generating new partial BT programs. Finally, if no program consistent with Ψ can be found,
⊥ is returned, indicating that it is impossible to find a target BT based on S, where we call S an
infeasible sketch.

Approximation. Sketch-based search is an enumerative search technique. To improve the effi-
ciency of enumerative search, we propose employing abstractions for pruning partial BT programs.
Compared with previous work on BT synthesis [Cai et al. 2021; Chen et al. 2024; French et al. 2019;
Gustavsson et al. 2022; Hong et al. 2023; Robertson and Watson 2015], i.e., using a complete BT to
determine whether it is consistent with the specifications, we determine the possibility of a partial
program in searching the target BT early. If impossible, we will stop filling other holes, i.e., no
subsequent BT programs can be consistent with the specifications.
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(a) (b) (c)

v1:Sequence

v0:Fallback

v4:Sequence

v5:Fallback

(d)

v1:Sequence

v0:Fallback

v4:Sequencev3:□c

v2:□a

v6:□a

v8:□a

v5:Sequence

v1:Sequence

v4:Sequence

v5:Sequence

v0:Sequence

v1:Fallback

v4:Sequence

v5:Sequence

v0:Sequence

v7:□c

v2:□a v2:□a v2:□a

v3:□c v3:□c v3:□c

v7:□c v7:□c v7:□c

v6:□a v6:□a v6:□a

v8:□a v8:□a v8:□a

Fig. 9. (a) Represents an infeasible sketch S generated by the LLM: (□𝑐 # (□𝑐 # □𝑎) # □𝑎) ⊲ □𝑎 . (b)(c)(d) are
the sketches derived from (a) by modifying the labels of control nodes (as indicated by the blue dashed

boxes), and (d) (□𝑐 # (□𝑐 ⊲ □𝑎) # □𝑎) ⊲ □𝑎 satisfies the given specification.

Over-approximation. Here, we want to use over-approximation to check the possibility of
generating all the positive specification examples. The over-approximation of partial programs can
be seen as the set of all possible complete BTs generated by completing the partial programs. We
use the denotational semantics of the partial program to check whether the program is consistent
with the specifications. Figure 8 shows the over-approximation rules. Based on the characteristics of
holes, condition (action) type holes can over-approximate any condition (action) (Condition-Type,
Action-Type). Seq-Empty and Seq rules define the basic and induction cases for sequences, re-
spectively. For a partial program S, it is consistent with a sequence Seq when there exists a S’s
trace that is consistent with Seq (Consist-Seq), implying that Seq can be generated based on S.
For Consist-Tree, S is consistent with E+ if S is consistent with each positive example in E+, and
by updating the labels of its 𝑛 holes to generate any positive example will not affect the consistency
of the updated partial program with other positive examples (SΠ[Seq] ⊢ E+ \ {Seq}). When Seq

can be generated by S after filling S’s 𝑛 holes, i.e., [𝑣1 ⊳ Seq𝑖 , ..., 𝑣𝑛 ⊳ Seq𝑗 ], where Seq𝑖 and Seq𝑗

are the elements of Seq, SΠ[Seq] denotes the partial program after updating the 𝑛 holes with the
corresponding labels, i.e., SΠ[𝑣1 ⊳ Seq𝑖 , ..., 𝑣𝑛 ⊳ Seq𝑗 ].

Under-approximation. Under-approximation ensures that no negative examples in the specifi-
cation, including the intermediate behaviors of BTs, can be generated. Hence, the under-approxima-
tion of a partial BT S contains the non-terminated traces with holes in S’s denotational semantics.
So we can use JSK ∩ E− = ∅ to ensure that no negative examples can be generated from S.
Then, based on the approximation technique, we determine whether the target BT can be

synthesized from a partial program (Line 9 of Algorithm 2). If it is deemed infeasible, the partial
program is pruned, which significantly accelerates the search process.

S𝑐 ⊢ E+ ∧ JS𝑐K ∩ E− = ∅ (6)

Example 2. For the charging task in Figure 3, the LLM returns the sketch (□𝑐 # (□𝑐 ⊲ □𝑎) # □𝑎) ⊲
□𝑎 . After two iterations of the cycle, several partial programs are obtained. Suppose we select
S1, i.e., (batteryLow # (batteryLow ⊲ □𝑎) # □𝑎) ⊲ □𝑎 , as the partial program for further completion.
When performing the check at line 9, the over-approximation of S1 is not consistent with the
trace ⟨batteryLow, atStation,Charge⟩ in E+, so S1 is pruned and cannot be further completed.
We then select another partial program S2 (batteryLow # (atStation ⊲ □𝑎) # □𝑎) ⊲ □𝑎 . Since S2
is consistent with the specification, S2 will be further filled. Finally, we obtain the target BT
(batteryLow # (atStation ⊲ goStation) # Charge) ⊲ doOtherTask.
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Algorithm 3 RepairSketch(S,M,Ψ)
1: input: S = (𝑉 , 𝐸,Π, 𝑟 ) is an infeasible sketch,M : Leaf(S) → Σ∗ is generated by LLM and

gives each leaf node a sequence of suggested actions or conditions, and Ψ = (E+, E−) is the
specification.

2: output: A complete BT program P such that P |= Ψ or ⊥ representing that the repair fails.
3: E+

𝑐 ← {Seq | Seq ∈ E+ ∧ S ⊢ Seq}
4: E+

𝑓
← E+ \ E+

𝑐

5: S′ ← S
6: for each Seq𝑓 ∈ E+

𝑓
do

7: if S ⊢ E+
𝑐 ∪ {Seq𝑓 } ∧ JSK ∩ E− = ∅ then

8: continue

9: Seq𝑐 ← arg max
Seq∈E+

𝑐

Similarity(Seq, Seq𝑓 )

10: ⟨𝑒1, · · · , 𝑒𝑛⟩ ← Seq𝑓 \ Seq𝑐 ⊲ Remove the common prefix and suffix of Seq𝑓 and Seq𝑐 from Seq𝑓

11: S𝑓 , 𝑟 𝑓 ← ConstructSeq(⟨𝑒1, · · · , 𝑒𝑛⟩)
12: for each 𝑣 ∈ S.𝑉 do

13: S𝑛 ← (𝑉 ∪ {𝑣𝑛 }, (𝐸 ∪
⋃

(𝑣𝑝 ,𝑣,𝑚)∈𝐸
{(𝑣𝑝 , 𝑣𝑛,𝑚)} ∪ {(𝑣𝑛, 𝑟 𝑓 , 1), (𝑣𝑛, 𝑣, 2)}) \

⋃
(𝑣𝑝 ,𝑣,𝑚)∈𝐸

{(𝑣𝑝 , 𝑣,𝑚)},Π ∪ {𝑣𝑛 ↦→ ⊲ }, 𝑟 )

14: S𝑛 ← (S𝑛 .𝑉 ∪ S𝑓 .𝑉 ,S𝑛 .𝐸 ∪ S𝑓 .𝐸,S𝑛 .Π ∪ S𝑓 .Π, 𝑟 )
15: P′ ← SketchBasedSearch(S𝑛,M, (E+

𝑐 ∪ {Seq𝑓 }, E−))
16: if P′ ̸= ⊥ then

17: E+
𝑐 ← E+

𝑐 ∪ {Seq𝑓 }
18: S′ ← S𝑛
19: break

20: if S′ = S then

21: return ⊥
22: S ← S′
23: return P′

4.5 Sketch Repair

Due to the inherent ambiguity of natural language, LLMs may misinterpret tasks or extract incom-
plete information, leading to incorrect node types or loss of critical information in the sketch. To
address these issues, a multi-step repair procedure is employed for infeasible sketches: (1) modifying
the control nodes (Lines 11 to 15 in Algorithm 1) and (2) expanding the sketch’s structure (Lines 16
to 21 in Algorithm 1).

4.5.1 Control Node Repair. Since the LLMmay not accurately comprehend the logical relationships
in the natural language descriptions, the control nodes of the sketch S may be incorrect. For
example, the LLM may incorrectly infer a sequential execution relationship as a selective execution
relationship when understanding linguistic descriptions. That is, it may generate a sketch with a ⊲

relationship, whereas the task description specifies a # relationship. Similar issues can also arise
when BTs are designed by experts. To address this issue, we design a specialized repair strategy to
correct errors in control nodes by swapping # with ⊲ and ⊲ with # in all possible combinations.
By modifying the 𝑛 (from 0 to #S.𝑉 \ Leaf(S)) control nodes in S, we can get a set of new

sketches, denoted as SketchSpace(S), defined as follows.

SketchSpace(S) := {SΠ[𝑣1 ⊳ 𝑙1, ..., 𝑣𝑛 ⊳ 𝑙𝑛] | ∃𝑉1 ⊆ (𝑉 \Leaf(S))•𝑉1 = {𝑣1, ..., 𝑣𝑛} ∧ 𝑙𝑖 ∈ { ⊲ , # }} (7)

These are all the possible combinations of assignments for the internal nodes in the sketch, using
# and ⊲ as labels. The SketchSpace contains 2𝑛 different sketches when the infeasible sketch has 𝑛
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internal nodes. BtBot searches for a feasible sketch within the SketchSpace, and then employs the
SketchBasedSearch algorithm to synthesize a BT program consistent with Ψ.
Example 3. As the charging task shown in Figure 3, we assume that the LLM generates the following
sketch S: (□𝑐 # (□𝑐 # □𝑎) # □𝑎) ⊲ □𝑎 , as shown in Figure 9(a). By modifying the labels of the internal
nodes in the sketch, a set of candidate sketches can be obtained, some as shown in Figure 9(b)(c)(d).
The feasibility of these sketches of SketchSpace is determined through approximation techniques,
which ultimately identify (□𝑐 # (□𝑐 ⊲ □𝑎) # □𝑎) ⊲ □𝑎 (as shown in Figure 9(d)) as the feasible sketch
satisfying the specification Ψ. Then, based on the new sketch, BtBot can find a program consistent
with Ψ, as shown in Figure 2.

4.5.2 Structure Repair. Due to the inherent ambiguity of natural language and the limited capa-
bility of LLM in understanding natural language, the sketch generated by the LLM may lack key
information. For example, in the charging task shown in Figure 3, if the LLM can only extract
limited information and generate the sketch: (□𝑐 # □𝑎 # □𝑎) ⊲ □𝑎 , some details are missing. In this
case, solely using the control node repair technique described in Section 4.5.1 is insufficient to
obtain a feasible sketch. To address this issue, we propose a sketch structure repair technique to
compensate for the limitations of LLM in understanding tasks and extracting sketches. For each
infeasible sketch in SketchSpace, we repair it by expanding the sketch structure based on the failed
positive examples. To improve the efficiency, we prioritize the infeasible sketches with respect to
the positive examples (Line 17 in Algorithm 1), i.e., the one that covers the most positive examples
will be given priority.

Algorithm 3 details the algorithm for repairing the sketch’s structure. The inputs are an infeasible
sketch, the hole-filling suggestions produced by LLM, and the specification. If the repairing succeeds,
the algorithm will output a target BT; otherwise, it returns ⊥, i.e., the repairing fails. First, the
algorithm divides the positive example set into two parts: E+

𝑐 that the current sketch S is consistent
with and E+

𝑓
that S is not. For each trace Seq𝑓 in E+

𝑓
, the algorithm needs to repair the current

sketch S′ to be consist with Seq𝑓 . The algorithm finds the closest consistent positive example
Seq𝑐 (Line 9) and gets the inconsistent part of Seq𝑓 according to Seq𝑐 , where Similarity(Seq1, Seq2)
calculates the total length of the common parts in the longest prefix and suffix between two traces
as follows.

Similarity(Seq1, Seq2) := SimPre(Seq1, Seq2) + SimSuf(Seq1, Seq2) (8)

SimPre and SimSuf compute the longest common prefix and suffix lengths of the two traces and
are defined as follows, respectively.

SimPre(Seq1, Seq2) :=


0, Seq1 = ⟨⟩ ∨ Seq2 = ⟨⟩
0, Seq1 = ⟨𝑒1⟩ · Seq′1 ∧ Seq2 = ⟨𝑒2⟩ · Seq′2 ∧ 𝑒1 ̸= 𝑒2
1 + SimPre(Seq′1, Seq

′
2), Seq1 = ⟨𝑒⟩ · Seq′1 ∧ Seq2 = ⟨𝑒⟩ · Seq′2

SimSuf(Seq1, Seq2) :=


0, Seq1 = ⟨⟩ ∨ Seq2 = ⟨⟩
0, Seq1 = Seq

′
1 · ⟨𝑒1⟩ ∧ Seq2 = Seq

′
2 · ⟨𝑒2⟩ ∧ 𝑒1 ̸= 𝑒2

1 + SimSuf(Seq′1, Seq
′
2), Seq1 = Seq

′
1 · ⟨𝑒⟩ ∧ Seq2 = Seq

′
2 · ⟨𝑒⟩

Based on Seq𝑐 , the algorithm gets the differing part between Seq𝑐 and Seq𝑓 (Line 10), i.e., the core
reason of why Seq𝑓 cannot be covered by the sketch, where Seq𝑓 \ Seq𝑐 removes the common
prefix and suffix of Seq𝑓 and Seq𝑐 from Seq𝑓 . For example, ⟨a, b, c⟩ \ ⟨a, e, c⟩ is ⟨b⟩, ⟨a, b, c⟩ \ ⟨d, e, c⟩
is ⟨a, b⟩, and ⟨a, b, c⟩ \ ⟨a, e, d⟩ is ⟨b, c⟩.
Then, the algorithm fixes the sketch based on the core reason sequence ⟨𝑒1, · · · , 𝑒𝑛⟩. First, Con-

structSeq function constructs a BT 𝑆 𝑓 with root node 𝑟 𝑓 where the labels of the leaf nodes correspond
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Fig. 10. (a) Initial BT (□𝑐 # □𝑎 # □𝑎) ⊲ □𝑎 . (b)(c)(d) Perform structure repair process on (a). The structure of

the Fallback node connecting the 𝑆𝑓 root node 𝑟 𝑓 and the currently searched node is in the blue dotted box.

(d) (□𝑐 # (atStation ⊲ □𝑎) # □𝑎) ⊲ □𝑎 satisfies the specifications Ψ.

to ⟨𝑒1, · · · , 𝑒𝑛⟩ and the labels of all control nodes are ’ # ’ (Line 11). For example, ConstructSeq
constructs a BT ’𝑒1 # 𝑒2’ when the core reason sequence is ⟨𝑒1, 𝑒2⟩. Then, the position of each node
in the sketch is searched to determine whether the position is a valid position for 𝑆 𝑓 . For each node
𝑣 in S, the algorithm replaces the original subtree (the subtree with the current node as the root)
with a new subtree formed by combining the original subtree with S𝑓 (Lines 13&14), generating a
new partial program S𝑛 . The algorithm then employs Algorithm 2 to search the target BT based on
S𝑛 that is consistent with the positive examples, including E+

𝑐 and Seq𝑓 (Line 15). The algorithm
continues this process for each node of sketch until finding a new partial program consistent with
E+
𝑐 and Seq𝑓 . Besides, the algorithm repeats the same procedure by gradually fixing all inconsistent

positive examples, aiming to find a BT program consistent with the specification Ψ.
Example 4. For the automatic charging task in Figure 3, the sketch (□𝑐 # □𝑎 # □𝑎) ⊲ □𝑎 is shown in
Figure 10(a). This sketch is infeasible, and the control node repairing cannot find the target BT. S is
selected as the initial sketch for repair. The partial positive example set E+

𝑐 that is consistent with
this sketch and the only inconsistent positive example Seq𝑓 are as follows.

E+
𝑐 = {⟨batteryLow, goStation,Charge⟩, ⟨batteryLow, doOtherTask⟩, ⟨doOtherTask⟩}

Seq𝑓 = ⟨batteryLow, atStation,Charge⟩
So, the trace ⟨batteryLow, goStation,Charge⟩ is the positive example in E+

𝑐 that is most similar
with Seq𝑓 . ⟨atStation⟩ is the core reason sequence. Since the core reason sequence contains only
one element, 𝑆 𝑓 is a BT consisting of a single node, atStation. The position of each node in S
is searched, and an attempt is made to combine 𝑆 𝑓 with subtrees of S using ⊲ , generating new
sketches as shown in Figure 10. For example, locate the v1:Sequence node in Figure 10(a) and
integrate 𝑆 𝑓 with the subtree rooted at this node, forming a new subtree that replaces the original
one in the sketch, resulting in a new partial BT as shown in Figure 10(b) which does not meet the
specifications E+

𝑐

⋃{Seq𝑓 } and is discarded. The algorithm continues to search the other nodes
(the v3:□𝑐 node in Figure 10(a)), producing the partial BT shown in Figure 10(c). This process is
repeated until the partial BT, such as the one shown in Figure 10(d), satisfies E+

𝑐

⋃{Seq𝑓 }.
(□𝑐 # (atStation ⊲ □𝑎) # □𝑎) ⊲ □𝑎

If there are more inconsistent positive examples, the repairing process for the partial program is
repeated based on these examples. In this example, there is only one inconsistent positive example,
so the repair process terminates, and the partial BT can be used to find the target BT in Figure 2.
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4.6 Soundness and Completeness

Theorem 4.1. (Soundness) Given a specification Ψ and a natural language description of a task
D, if P is the complete BT program returned by Algorithm 1, then P |= Ψ.

Proof. According to the design of Algorithm 1, Algorithm 2, and Algorithm 3, these algorithms
only return a complete BT programwhen the program is consistent with Ψ; otherwise,⊥ is returned.
Hence, the soundness of BtBot is proven.

Theorem 4.2. (Partial Completeness) Given a specification Ψ and a natural language description
of a task D, if there exists a BT program P such that P |= Ψ, Algorithm 1 can generate a program P′
such that P′ |= Ψ given that the LLM can generate a sketch from which the target BT can be obtained
through search and repair, and the synthesis time is adequate.

Proof. Algorithm 2 employs a pruning technique to accelerate the search process (Line 9). The
pruning technique is sound and a partial BT is pruned if and only if it is provably infeasible, i.e.,
regardless of how its remaining holes are filled, (i) it can not generate all positive examples (over-
approximation failure), or (ii) it has already produced a negative example that will persist (under-
approximation failure). To prove case (i), we define ⊬ to denote over-approximation’s inconsistency.
For a partial BT S such that S ⊬ E+, i.e., ∃Seq ∈ E+ • S ⊬ Seq ∨ SΠ[Seq] ⊬ E+ \ {Seq}, which
means (∀𝑠 ∈ JSK • 𝑠 ⊬ Seq) ∨ SΠ[Seq] ⊬ E+ \ {Seq}, if ∀𝑠 ∈ JSK • 𝑠 ⊬ Seq is the case, according to
the Basic, Action-Type, and Condition-Type rules in Figure 8, ∀𝑠 ∈ JSK• 𝑠 ⊬ Seq will continue to
hold regardless of how the remaining holes in S are filled. For the later case SΠ[Seq] ⊬ E+ \ {Seq},
the infeasibility can be proven inductively. Therefore, no completion of S can lead to the target BT.
To prove case (ii), according to Lemma 4.1, if a partial BT generates a negative example Seq, then
all completions of S generate Seq. Therefore, S is infeasible and can be safely pruned. Moreover,
partial BTs that do not exhibit either of the above two failures will not be pruned. Therefore, the
pruning procedure is sound, ensuring that every pruned partial BT is infeasible, and no feasible
partial BT is mistakenly pruned.
For partial BTs that are not pruned, Lines 10 and 11 of Algorithm 2 further explore the cor-

responding search space by dividing it into multiple subspaces. Each subspace is independently
pruned and searched. Although BtBot is based on heuristic search (Line 5 of Algorithm 2), the
unexplored partial BTs are not pruned. Algorithm 2 guarantees that all unpruned BTs will even-
tually be explored (Line 11) until the target BT is found. However, as indicated by the design of
Algorithm 1, Algorithm 2, and Algorithm 3, BtBot relies on the ability of LLM to generate sketches
(Line 5 of Algorithm 1) and requires sufficient search time to explore the search space. Therefore,
the completeness of BtBot is partial.

5 Evaluation

This section presents the evaluation of BtBot, demonstrating its effectiveness in generating BTs.
We compare BtBot with four BT synthesis techniques and conduct ablation studies to evaluate
the effectiveness of the key components proposed in BtBot. Our experiments aim to answer the
following research questions:
• (RQ1) How does BtBot perform in generating BTs that solve the tasks?
• (RQ2) How does BtBot perform compared with existing BT synthesis methods?
• (RQ3) How important are the different components of BtBot in solving the tasks?
• (RQ4) How helpful is BtBot for users?
Benchmark. To evaluate the effectiveness of BtBot, we collected 70 different tasks from the

existing literature [Hong et al. 2023; Izzo et al. 2024]. The benchmark includes four scenarios:
robot movement, object transmission, manipulation, and priority decision-making. Typically, as
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Fig. 11. Complexity distribution of the benchmark.
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the number of BT’s nodes increases, the complexity of the task also increases. Figure 11 shows the
distribution of the total number of nodes in the BTs constructed by human experts for each task. As
indicated by the figure, the complexities of these tasks are well distributed, and the benchmark can
provide a comprehensive evaluation of the effectiveness and applicability of BtBot.
We designed task descriptions for all tasks that adhere to the language patterns introduced in

Section 4.3.2, along with adequate positive and negative examples based on the natural language
descriptions to verify the consistency between the generated BTs and the descriptions as shown in
Figure 12. The time required to provide input to BtBot is closely associated with the complexity
of the task. We measured the time spent on two parts: understanding the task and designing the
natural language description along with positive and negative examples. For simpler tasks involving
3 to 15 nodes, this process typically took 1 to 5 minutes. For more complex tasks involving 29 to 49
nodes, it could take 5 to 15 minutes. Additionally, these task descriptions and sketch extraction
tasks are entirely new information and instructions for a general LLM. Therefore, BtBot can be
effectively extended to tasks in other scenarios.

Satisfying the specifications of positive and negative examples in the benchmark is the necessary
condition for meeting task requirements. Therefore, the specifications are used to determine the
correctness of BTs. This is a weaker way to verify the correctness of the BT, but it can achieve the
desired goal when controlling the robot to perform specified behaviors.

Experimental Setup. All experiments have been conducted on a server equipped with 16 cores
at 2.5 GHz and 64 GB of physical memory, running the Ubuntu 22.04 operating system. We employ
ChatGPT [Islam and Moushi 2024] via the OpenAI API [Paredes et al. 2023] as the sketch generator.
For each task, we query the LLM for a maximum of 10 iterations. To ensure fairness, the timeout
for all baselines is set to 3600 seconds for each task. However, BtBot and its variants complete
most tasks (either successfully solving them or reaching the maximum number of LLM calls) within
30 seconds.

5.1 Results of RQ1

To demonstrate the effectiveness of BtBot, we compare BtBot with BTLLMGen (which directly
generates BT programs using LLMs) regarding their performance on the benchmark tasks. Besides,
to evaluate the impact of LLMs on BT generation, we use three different LLMs to evaluate the
influence on both BtBot and BTLLMGen. Table 1 shows the results. BTLLMGen yields a relatively
low success rate, whereas BtBot achieves a success rate of up to 96.3% . Furthermore, the impact
of different LLMs on BtBot is minimal, with the success rate differing by only 16.0%. In contrast,
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the performance of BTLLMGen differs by 26.3% between ChatGPT-3.5 and ChatGPT-4o. Therefore,
compared with BTLLMGen, BtBot is more effective and robust in solving tasks.

Table 1. Comparison between BtBot and BTLLMGen

which refers to the direct generation of BT programs

using only LLMs.

BtBot BTLLMGen

LLMs

Success
Number

Success
Rate

Success
Number

Success
Rate

GPT 3.5 56.2 80.3% 15 21.4%
GPT 4 65 92.9% 31.6 45.1%
GPT 4o 67.4 96.3% 33.4 47.7%

In the experiments, for most tasks, a single
call to an LLM is sufficient to solve the task. For
more complex tasks (containing 29 to 39 nodes),
2 to 5 calls are required to generate different
sketches to solve the tasks. A small number of
very complex tasks (containing more than 39
nodes) may require 4 to 10 calls to solve, or may
even result in task failure.

Besides, an analysis of the results in Table 1
reveals that, although the LLMs exhibit varying
levels of task comprehension and sketch gener-
ation capabilities, BtBot effectively addresses
the problems in the generated sketches, compensating for the limitations of the LLMs. Furthermore,
as the LLMs’ ability to understand natural language descriptions improves, BtBot can leverage the
enhanced capabilities of the latest LLMs, thereby improving its performance.

Answer to RQ1. BtBot can synthesize a BT consistent with the specifications for 96.3% of the
benchmarks. Furthermore, BtBot can leverage the ability of the latest LLMs to understand tasks
and generate sketches, enhancing its task-solving capability.

5.2 Results of RQ2

We compare BtBot with the following four BT synthesis techniques to answer the second research
question, where ChatGPT-4o serves as the sketch generator for BtBot.

• BTGenBot: Recent works have used fine-tuned LLMs to generate BTs [Izzo et al. 2024; Li et al.
2024]. We use an open-source project called BTGenBot [Izzo et al. 2024] as our baseline, which
employs a fine-tuned large language model for generating the BTs according to the natural
language task descriptions.
• MCTS-Syn: We use the existing work [Hong et al. 2023] that combines Monte Carlo Tree Search
(MCTS) [Browne et al. 2012; Chaslot 2010] with Communicating Sequential Processes (CSP)
[Roscoe 1994; Schneider 1999] based formal verification for BT synthesis as our baseline. This
approach generates BTs that satisfy the given Linear Temporal Logic (LTL) [Emerson 1990;
Pnueli 1977] specifications. The timeout of MCTS-Syn is set to 3600 seconds.
• BTLLMGen-GPT4o: We use ChatGPT-4o [Islam and Moushi 2024] as the BT generator to
directly synthesize BTs from task descriptions. We determine the correctness of the generated
BT by checking if it satisfies the given positive and negative example specifications. If the BT
does not meet the specifications, the LLM is invoked again to generate a different BT. This
process is repeated to 10 times, with a timeout of 3600 seconds.
• BTLLMExam-GPT4o: We use ChatGPT-4o [Islam and Moushi 2024] as the BT generator to
directly synthesize a BT based on task descriptions, positive and negative examples, and failure
feedback. The correctness of the generated BT is evaluated by checking whether it satisfies the
given positive and negative example specifications. If the BT does not meet the specifications,
the failed examples and the previous solution are fed back to the LLM as guidance for generating
a new BT. This process is repeated up to 10 times, with a timeout of 3600 seconds.

Since 73% of the tasks in BtBot’s benchmark are derived from the fine-tuning dataset of BTGen-
Bot, evaluating BTGenBot on these tasks may lead to unfair evaluation. Furthermore, due to the
setup for fine-tuning the LLM, we are unable to reproduce BTGenBot locally. For these two reasons,
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we compare the performance of BtBot and BTGenBot by solving the tasks in BTGenBot’s test set.
In this evaluation, BtBot is provided with appropriate task descriptions and positive and negative
examples. The task is considered successfully solved by BtBot if the generated BT is consistent
with the task description of BTGenBot test tasks.

Table 2. Comparison between BtBot and BTGenBot.

test task BtBot LlamaChat CodeLlama
ZS OS OS+SA ZS OS OS+SA

Task 1 ✓ ✓ ✓ ✓ ✓
Task 2 ✓ ✓ ✓
Task 3 ✓ ✓ ✓ ✓
Task 4 ✓ ✓ ✓ ✓ ✓
Task 5 ✓ ✓ ✓
Task 6 ✓ ✓
Task 7 ✓
Task 8 ✓ ✓
Task 9 ✓

We directly use the experimental re-
sults from BTGenBot [Izzo et al. 2024]
(shown in Table V) for comparison with
BtBot. Analyzing whether the BTs gen-
erated by both methods meet the task
requirements, Table 2 shows the results,
where ZS, OS, and OS+SA respectively rep-
resent the modes of zero-shot (ZS), one-
shot prompts (OS), and the combination
of one-shot prompting and the correction
method in BTGenBot. As the table indi-
cates, BtBot successfully solves the nine

tasks. However, BTGenBot can only solve a maximum of seven tasks, indicating that BtBot can
solve more tasks than the fine-tuned LLM technique. Furthermore, since BTGenBot relies on
fine-tuned LLM techniques, its generalizability to other scenarios remains to be explored.

Fig. 13. An environment example where a BT is

used to control autonomous charging and pa-

trolling tasks, with the experimental environment

built using Mini-Grid 3.0.

Since no prior work guides BT synthesis using
positive and negative examples, we compare Bt-
Bot with MCTS-Syn [Hong et al. 2023], a search-
based BT synthesis approach, as well as BTLLMGen-
GPT4o and BTLLMExam-GPT4o, two LLM-based
BT generation methods. The LTL formulas are pro-
vided for MCTS-Syn based on the task’s natural
language descriptions and appropriate prompts are
designed for BTLLMGen-GPT4o and BTLLMExam-
GPT4o. MCTS-Syn generates BTs that satisfy LTL
specifications, where LTL is a formalism used to de-
scribe the task. All negative examples of the tasks
in BtBot violate the corresponding LTL formulas,
while all positive examples do not. Although the two techniques enforce different specifications for
the generated BTs, the resulting BTs are equivalent and meet the task requirements.

As shown in the environment depicted in Figure 13, one of the tasks in the benchmark is: When
the robot is in a low battery state, it should check whether it is at the charging station or move to the
charging station and finally start charging; otherwise, it should sequentially navigate to the room A, B
and C and patrol in each. The specifications of the task for BtBot are shown in Figure 3, where
’doOtherTask’ represents the task ⟨goA, Patrol, goB, Patrol, goC, Patrol⟩. BtBot can generate the
desired BT within 5s with only a single LLM call as follows. By comparison, while BTLLMExam-
GPT4o requires 2–5 calls, and both MCTS-Syn and BTLLMGen-GPT4o fail due to timeout or
exceeding LLM call limits.

(batteryLow # (atStation ⊲ goStation) # Charge) ⊲ ((goA # Patrol) # ((goB # Patrol) # (goC # Patrol)))

This BT consists of 19 nodes and has a 5-layer structure, making it a relatively complex task [Iovino
and Smith 2023; Li et al. 2024]. BtBot can generate the desired BT program for tasks with 49 nodes,
demonstrating good scalability on complex tasks.
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Fig. 14. The number of successfully solved benchmark

tasks is shown when the time limit is varied.
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Fig. 15. Ablation Study of BtBot.

As shown in Figure 14, the number of benchmark tasks solved when we vary the time limit
is displayed. The results are averaged over five repeated experiments. The results indicate that
BtBot can solve most tasks within a short time (1 to 5 seconds), more complex tasks can be solved
within 30 seconds (as indicated by the bold line at 30 seconds) or fail due to reaching the LLM’s
maximum iteration limit. Compared to BtBot, all three methods demonstrate lower success rates:
MCTS-Syn incurs higher time costs with limited success, BTLLMGen-GPT4o solves only 47.7% of
benchmark tasks, and BTLLMExam-GPT4o achieves at most 79.4%. Besides, MCTS-Syn requires
LTL specification for each task, which presents a challenge for non-expert users. Comparing the
BTs generated by the four approaches, BtBot, BTLLMGen, and BTLLMExam generally produce
more interpretable BTs, as they leverage LLMs to understand the task descriptions. In contrast,
MCTS-Syn relies on LTL-guided search and it encodes the preconditions of actions within the
actions themselves, which reduces the number of nodes in the generated BTs, but at the cost of
lower readability. For example, for an alarm task (introduction omitted), MCTS-Syn generates a BT
with 9 nodes and 5 layers, while BtBot generates one with 13 nodes and the same depth.

Answer to RQ2.We evaluated the performance of BtBot by comparing it against four different
kinds of baseline BT synthesis approaches. The experimental results demonstrate that BtBot
outperforms the state-of-the-art methods in terms of both success rate and efficiency.

5.3 Results of RQ3

To evaluate BtBot further, we conducted an ablation study of BtBot’s key components. We
consider the following variants of BtBot.

• NoPattern. A variant of BtBot without using the language pattern designed in Section 4.3.2
when prompting the LLM to generate a sketch.
• NoPrune. A variant of BtBot without the pruning technique in Section 4.4, i.e., it does not use
abstraction-based pruning for partial programs. Instead, it only checks whether the complete
BT programs are consistent with the specification.
• NoControlRepair. A variant of BtBot without employing the control node repair process
(c.f., Section 4.5.1) when the LLM-generated sketch is infeasible. Instead, it directly applies the
algorithm RepairSketch (c.f., Section 4.5.2) for repairing.
• NoStructureRepair. A variant of BtBot without employing the structure repair process (c.f.,
Section 4.5.2) to repair infeasible sketch and only searches within SketchSpace(S).
• NoRepair. A variant of BtBot without performing sketch repair operations (c.f., Section 4.5.1
and Section 4.5.2). It just repeatedly invokes the LLM to generate new sketches.
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Following the experimental setup in Figure 14 of Section 5.2, the results are averaged over five
repeated experiments. All variants utilize ChatGPT-4o as the sketch generator. Figure 15 illustrates
the number of tasks completed within the specified time. As Figure 15 demonstrates, BtBot solves
more tasks than the other variants. The results of the variantsNoControlRepair,NoStructureRepair,
and NoRepair indicate that both repair stages are important in solving tasks successfully. The
NoPrune variant demonstrates that pruning is essential for improving synthesis efficiency. The
NoPattern indicates that repairing an infeasible sketch requires more time, whereas the presence
of language patterns improves the accuracy of sketch generation. In summary, this ablation study
demonstrates that all the components in BtBot play a key role in accelerating synthesis and
improving the success rate.

Answer to RQ3. The experimental results demonstrate that the BtBot’s four key components
can enhance the efficiency and success rate of BT program synthesis. The pruning technique and
language patterns improve the synthesis efficiency, while the multi-step sketch repairing technique
improves the success rate.

5.4 Results of RQ4

To evaluate the effectiveness of BtBot in assisting users in constructing BTs, we conducted two
user studies. The first study (the Single-User Study) examined the effect of using BtBot once,
while the second study (the Multi-User Study) explored the impact of using BtBot iteratively with
feedback from failed attempts. Each study recruited 12 participants. The 12 participants in the
Single-User Study included 4 computer science graduate students (experts) who regularly design
and use BTs, and 8 computer science graduate students (non-experts) unfamiliar with BTs. The
Multi-User Study also involved 12 participants, consisting of 5 computer science graduate students
who regularly design and use BTs (1 of whom did not participate in the Single-User Study), and
7 computer science graduate students unfamiliar with BTs (5 of whom had not participated in
the Single-User Study). The two studies were conducted more than three months apart, and we
consider it unlikely that the earlier Single-User Study influenced the results of the Multi-User Study.
Before the experiment, participants who were unfamiliar with BTs received a training session

covering the basic concepts of BTs. All participants were introduced to the task requirements
and tool usage. Each participant was asked to randomly select ten tasks from the benchmark and
divide them into two groups of comparable difficulty based on their understanding of the tasks.We
assumed that the outcomes for individual tasks were independent and that performance on one group
would not influence performance on the other. Participants were only provided with a basic description
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Fig. 16. Comparison of BtBot and Manual

BT Construction in the Single-User Study.

of each task, without access to the natural language descrip-
tions or examples from the benchmark. Each participant
randomly selected one group of tasks to solve by man-
ually constructing BTs. For the other group, they were
asked to provide their own natural language descriptions
and positive and negative examples based on their under-
standing of the tasks and used them as input to BtBot to
synthesize the BTs. The examples in the benchmark were
used to validate the BTs constructed (manually or aided
by BtBot) by users. In the Single-User Study, participants
were informed that they had only one chance and were
instructed to do their best to complete the tasks. In the
Multi-User Study, participants were informed that they
could iteratively solve the tasks up to four times. They were allowed to revise either the manually
constructed BTs or the descriptions and examples based on feedback from failed attempts.
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Fig. 17. Comparison of BtBot and Manual BT Construction in the Multi-User Study.

We counted the number of tasks successfully solved by the participants, and the results of the
Single-User Study are shown in Figure 16. The X-axis displays the number of tasks successfully
solved, and the Y-axis displays the number of participants who solved the 𝑛 tasks successfully.
The results demonstrate that BtBot performs well in a single attempt, with all participants using
BtBot solving four or more tasks. In contrast, only 3 participants were able to manually construct
four or more correct BTs, and one participant failed to solve any task successfully. The results of
the Multi-User Study are shown in Figure 17. Figure 17(a) shows the distribution of participants
who solved n tasks by manually constructing and iteratively modifying BTs, while Figure 17(b)
shows the distribution of participants who solved n tasks using BtBot by iteratively modifying the
task descriptions and examples. The results indicate that incorporating failure feedback improves
the success rate of BT construction using both manual methods and BtBot. However, after up to
four attempts, only 6 participants were able to manually solve at least four tasks (a higher success
rate than the results in Figure 16). In contrast, all participants successfully completed four or more
tasks using BtBot. The failed tasks were generally complex, with challenging task descriptions
and examples, with a limited number of examples provided.
The time spent by users to provide the necessary input for BtBot is 0.8 to 1.5 times the time

required to manually construct the BT, with an average of 1.25 times. In the Single-User Study,
among the participants, two reported that BtBot required excessive input, which they found
cumbersome, and felt that manually writing BT programs was faster and more intuitive. However,
the two participants completed 2 out of 5 tasks and 0 taskmanually, respectively. Although providing
the necessary information for BtBot takes longer, 7/12 participants found that providing this
information for BtBot was less challenging and user-friendly. Ten participants indicated that
providing a description of the task along with key positive and negative examples is easier and
more effective in obtaining the desired BT when solving complex tasks. Since providing all the
positive and negative examples is a difficult task, participants preferred to provide a subset of
critical examples, which was also sufficient to generate a BT that meets the task requirements.
In the Multi-User Study, all participants generally agreed that while failure feedback was helpful
for revising BTs manually, the process remained challenging, particularly due to syntax errors
which were often difficult to locate and correct. In contrast, all participants found BtBot effective
in constructing correct BTs and required less time to revise its input information. They were not
required to ensure that the BTs conformed to syntactic rules; instead, they were only expected
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to focus on accurately describing the tasks. With the assistance of feedback on failure, they were
able to effectively revise the input information, and all participants solved at least four tasks by
the second attempt. Although a few challenging tasks remained unsolved after four iterations,
the participants reported satisfaction with the results. These findings suggest that BtBot can
effectively assist both expert and non-expert users in efficiently constructing correct BT programs.
Answer to RQ4. The results of the user studies demonstrate that BtBot helps users design

more desirable BT programs. Specifically, 83% of participants reported that using BtBot was
more convenient and efficient than manually constructing a BT in a single attempt. Moreover, all
participants agreed that refining the task description and examples based on feedback to generate
a BT using BtBot was simpler and more effective than manual construction.

6 Related Work

Generating BT Programs from Natural Language. Many techniques employ LLMs to generate
BT programs from natural language task descriptions [Li et al. 2024; Vemprala et al. 2024]. However,
since LLMs has not been specifically trained in the BT domain, the generated BTs tend to be of lower
quality. Current techniques typically fine-tune the parameters of lightweight LLMs to enhance their
understanding of BT tasks and improve their ability to generate BTs [Izzo et al. 2024]. However,
fine-tuning LLMs requires significant relevant data and computational resources. In contrast, our
approach also leverages an LLM to understand the task’s natural language description but does
not require fine-tuning the LLM. Instead, it provides a few simple examples to guide the LLM in
understanding the task. The LLM, acting as a neural sketch generator, provides an initial sketch for
the subsequent search process.
Learning Control Strategies from Examples or Demonstrations. Some existing works

use imitation learning [Hussein et al. 2017] to generate control strategies consistent with given
demonstrations [Hua et al. 2021; Stepputtis et al. 2020; Verma et al. 2018]. However, this process
typically requires a large number of examples. Some approaches, such as techniques for learning
strategies from demonstrations [Patton et al. 2023], extract regular expressions from a few demon-
strations and then convert these expressions into strategy programs. Our work is the first to propose
using positive and negative examples to guide sketch-based BT synthesis techniques. We design a
multi-step sketch repair process based on the idea of Counterexample-Guided Inductive Synthesis
(CEGIS) [Solar-Lezama et al. 2005] to search for the target BT satisfying given specifications.

Program synthesis based on sketches. Sketch-based program synthesis [Solar-Lezama 2009] is
a classic program synthesis technique, but how to obtain the feasible sketch has been a longstanding
research challenge. Recently, Chen et al. [Chen et al. 2023] has leveraged LLMs to extract sketches
from examples and diagnosed the reasons for infeasibility, guiding the LLM to generate more
accurate sketches. Similarly, Yuviler and Drachsler [Yuviler and Drachsler-Cohen 2023] employed
LLMs to learn user demonstrations and generate sketches, thereby synthesizing the programs
that address user preference problems. On the other hand, our method leverages LLM to directly
generate sketches from natural language descriptions and designs repair algorithms to fix infeasible
sketches, rather than providing LLM with information about the errors and asking it to generate a
more suitable sketch. This approach helps reduce the overall cost to some extent.

Program Synthesis Using Programming by Examples (PBE). PBE is a classic technique that
uses positive and negative examples to guide the synthesis process. However, PBE techniques often
require searching through all possible candidate programs, resulting in a large search space. Smore
[Chen et al. 2023] utilizes an LLM first to extract information from the examples, generate a sketch,
and then decompose the example to complete each hole in the sketch. Regel [Chen et al. 2020]
captures crucial hints from natural language descriptions and parses them into a hierarchical sketch.
The PBE engine utilizes this information to prioritize the search and employs inference to prune
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the search space. BtBot leverages an LLM to understand natural language descriptions, extract
crucial hints, and generate a sketch. Positive and negative examples and abstraction techniques for
partial programs are used to prune the search space while filling the sketch.

Generating BT Programs with LLMs. Using an LLM to generate BTs presents a challenge, as
the LLM is not specifically trained for the BT domain. Therefore, the correctness of the generated
BTs cannot be guaranteed. Many existing works address this issue by fine-tuning LLMs to improve
their performance in BT generation [Li et al. 2024]. However, this requires large amounts of
training data and significant computational resources. Alternatively, some works leverage the LLM’s
understanding and reasoning capabilities to provide input for existing BT generation techniques
[Chen et al. 2024; Zhou et al. 2024]. BtBot leverages the LLM’s ability to understand and generalize
natural language, generating sketches that are used for synthesis.
Learning BT from demonstrations. Past works on learning BTs from demonstrations (only

positive examples) typically learn strategies from given demonstrations. Past work [Robertson
and Watson 2015] proposed representing all examples as single-layer BTs expressed by sequences,
then iteratively merging the behavior trees to obtain the final BT. French et al. [French et al.
2019] introduced learning decision trees from demonstrations and then converting them into BTs.
Recent work [Gustavsson et al. 2022] extracted the sequence of actions from demonstrations and
used planning-based learning for BT construction. Our work, however, uses positive and negative
examples to guide BT learning. BtBot not only explicitly specifies the behaviors (positive examples)
that must be satisfied but also clearly defines the behaviors (negative examples) that are prohibited,
which effectively improves the correctness of the generated BTs.

7 Conclusion and Future Work

We propose BtBot, a novel multi-modal technique for automatically synthesizing BT programs
from natural language descriptions. BtBot is based on two key insights: first, leveraging LLMs to
generate task execution sketches from natural language descriptions; second, applying abstraction
techniques for partial BT programs to prune the search space, thereby accelerating the synthesis
process. Besides, since the sketches generated by LLMs may be infeasible, BtBot can repair the
sketches based on positive examples. We conducted a comprehensive evaluation of BtBot, and the
results show that it outperforms existing BT synthesis baselines, achieving a task success rate of
up to 96.3%. To assess robustness, we tested BtBot with three different LLMs, observing a success
rate variation of only 16.0%. We also designed ablation experiments to verify the necessity of each
component of BtBot. Finally, two user studies demonstrate the effectiveness of BtBot in assisting
both experts and non-experts in constructing BTs.
Requiring a lot of input information (task descriptions and positive/negative examples) is a

primary limitation of BtBot. Its reliance on positive and negative examples is also a limitation,
but this is an inherent limitation of PBE techniques. To address these limitations and further
refine our work, future work will focus on two aspects: 1) Reducing the requirement for excessive
input information by exploring more efficient BT synthesis techniques. 2) Investigating synthesis
techniques for more advanced BTs, such as those incorporating parallel and decorator nodes.
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